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**Задание на лабораторную работу**: реализовать методы поиска в соответствии с заданием. Организовать генерацию начального набора случайных данных. Для всех вариантов добавить реализацию добавления, поиска и удаления элементов. Оценить время работы каждого алгоритма поиска и сравнить его со временем работы стандартной функции поиска, используемой в выбранном языке программирования.

**Ход выполнения лабораторной работы**

|  |  |  |  |
| --- | --- | --- | --- |
| **Бинарный поиск** | **Бинарное дерево** | **Фибоначчиев** | **Интерполяционны й** |

Листинг:

package com.company; import java.util.Stack; import java.util.Scanner;

// Методы поиска

//Лабораторная работа №2 public class Main {

public static void main(String[] args) { System.*out*.println("Задание №1"); System.*out*.println("\*БИНАРНЫЙ ПОИСК\* "); Scanner sc = new Scanner(System.*in*);

int n;

System.*out*.println("Введите длину массива: "); n = sc.nextInt();

int arr[] = new int[n]; *inArr*(arr,n); *selectionSort*(arr); //сортируем

System.*out*.println("Введите искомый элемент: "); int el = sc.nextInt();

System.*out*.print("Индекс искомого элемента равен: "); System.*out*.println(*binarnyPoisk*(arr,el));

System.*out*.println(" ");

System.*out*.println("\*ПОИСК БИНАРНЫМ ДЕРЕВОМ\* "); Tree tree = new Tree();

// вставляем узлы в дерево:

for (int i = 0;i<arr.length;i++)

{

tree.insertNode(arr[i]);

}

System.*out*.println(tree.findNodeByValue(el));

System.*out*.println(" ");

System.*out*.println("\*ФИБОНАЧИЕВ ПОИСК\* "); FibonachySearch F = new FibonachySearch(); int index = F.search(arr,el); System.*out*.println(index);

System.*out*.println(" ");

System.*out*.println("\*ИНТЕРПОЛЯЦИОННЫЙ ПОИСК\* "); System.*out*.println(*interpolationSearch*(arr,el));

}

public static void inArr(int[] arr,int n){ for (int i = 0; i < n; i++){

Scanner sc = new Scanner(System.*in*); arr[i] = sc.nextInt();

}

}

public static void selectionSort(int[] arr){ for (int i = 0; i < arr.length; i++) {

int min = arr[i]; int min\_i = i;

for (int j = i+1; j < arr.length; j++) {

//Если находим, запоминаем его индекс if (arr[j] < min) {

min = arr[j]; min\_i = j;

}

}

if (i != min\_i) { int tmp = arr[i];

arr[i] = arr[min\_i]; arr[min\_i] = tmp;

}

}

}

// Binary поиск

public static int binarnyPoisk(int[] arr,int element){ int startIn = 0;

int endIn = arr.length - 1; while (startIn<=endIn){

int midleIn = startIn + (endIn - startIn) / 2; if (arr[midleIn]==element){

return midleIn;

}

if (arr[midleIn]>element){ endIn = midleIn - 1;

}

else {

startIn = midleIn + 1;

}

}

return -1;

}

// Binary Tree поиск static class Node {

private int value; // ключ узла

private Node leftChild; // Левый узел потомок private Node rightChild; // Правый узел потомок

public void printNode() { // Вывод значения узла в консоль System.*out*.println(" Выбранный узел имеет значение :" + value);

}

public int getValue() { return this.value;

}

public void setValue(final int value) { this.value = value;

}

public Node getLeftChild() { return this.leftChild;

}

public void setLeftChild(final Node leftChild) { this.leftChild = leftChild;

}

public Node getRightChild() { return this.rightChild;

}

public void setRightChild(final Node rightChild) { this.rightChild = rightChild;

}

@Override

public String toString() { return "Node{" +

"value=" + value +

", leftChild=" + leftChild + ", rightChild=" + rightChild + '}';

}

}

static class Tree {

private Node rootNode; // корневой узел

public Tree() { // Пустое дерево rootNode = null;

}

public Node findNodeByValue(int value) { // поиск узла по значению Node currentNode = rootNode; // начинаем поиск с корневого узла while (currentNode.getValue() != value) { // поиск покуда не

будет найден элемент или не будут перебраны все

if (value < currentNode.getValue()) { // движение влево? currentNode = currentNode.getLeftChild();

} else { //движение вправо

currentNode = currentNode.getRightChild();

}

if (currentNode == null) {

// если потомка нет, System.*out*.print("Элемент не найден: "); return null; // возвращаем null

}

}

System.*out*.print("Элемент найден: ");

return currentNode; // возвращаем найденный элемент

}

public void insertNode(int value) { // метод вставки нового элемента Node newNode = new Node(); // создание нового узла

newNode.setValue(value); // вставка данных

if (rootNode == null) { // если корневой узел не существует rootNode = newNode;// то новый элемент и есть корневой узел

}

else { // корневой узел занят

Node currentNode = rootNode; // начинаем с корневого узла Node parentNode;

while (true) // мы имеем внутренний выход из цикла

{

parentNode = currentNode;

if(value == currentNode.getValue()) { // если такой элемент в дереве уже есть, не сохраняем его

return; // просто выходим из метода

влево? цепочки,

}

else if (value < currentNode.getValue()) { // движение

currentNode = currentNode.getLeftChild();

if (currentNode == null){ // если был достигнут конец

parentNode.setLeftChild(newNode); // то вставить

слева и выйти из методы

}

}

return;

конец цепочки, справа

else { // Или направо?

currentNode = currentNode.getRightChild();

if (currentNode == null) { // если был достигнут

parentNode.setRightChild(newNode); //то вставить return; // и выйти

}

}

}

}

}

// метод возвращает узел со следующим значением после передаваемого аргументом.

// для этого он сначала переходим к правому потомку, а затем

// отслеживаем цепочку левых потомков этого узла. private Node receiveHeir(Node node) {

Node parentNode = node; Node heirNode = node;

Node currentNode = node.getRightChild(); // Переход к правому

потомку

while (currentNode != null) // Пока остаются левые потомки

{

потомку

parentNode = heirNode;// потомка задаём как текущий узел heirNode = currentNode;

currentNode = currentNode.getLeftChild(); // переход к левому

}

// Если преемник не является

if (heirNode != node.getRightChild()) // правым потомком,

{ // создать связи между узлами parentNode.setLeftChild(heirNode.getRightChild()); heirNode.setRightChild(node.getRightChild());

}

return heirNode;// возвращаем приемника

}

public void printTree() { // метод для вывода дерева в консоль Stack globalStack = new Stack(); // общий стек для значений

дерева

globalStack.push(rootNode);

int gaps = 32; // начальное значение расстояния между элементами boolean isRowEmpty = false;

String separator = "

";

System.*out*.println(separator);// черта для указания начала нового

дерева

while (isRowEmpty == false) {

Stack localStack = new Stack(); // локальный стек для задания

потомков элемента

isRowEmpty = true;

for (int j = 0; j < gaps; j++) System.*out*.print(' ');

while (globalStack.isEmpty() == false) { // покуда в общем стеке есть элементы

Node temp = (Node) globalStack.pop(); // берем следующий, при этом удаляя его из стека

if (temp != null) { System.*out*.print(temp.getValue()); // выводим его

значение в консоли

localStack.push(temp.getLeftChild()); // соохраняем в

локальный стек, наследники текущего элемента

localStack.push(temp.getRightChild()); if (temp.getLeftChild() != null ||

temp.getRightChild() != null) isRowEmpty = false;

}

else {

System.*out*.print(" ");// - если элемент пустой localStack.push(null);

localStack.push(null);

}

for (int j = 0; j < gaps \* 2 - 2; j++) System.*out*.print(' ');

}

System.*out*.println();

gaps /= 2;// при переходе на следующий уровень расстояние между элементами каждый раз уменьшается

while (localStack.isEmpty() == false) globalStack.push(localStack.pop()); // перемещаем все

элементы из локального стека в глобальный

}

System.*out*.println(separator);// подводим черту

}

}

//Фибоначиев поиск

public static class FibonachySearch{ private int i;

private int p; private int q;

private boolean stop = false;

private void init(int[] arr){ stop = false;

int k = 0;

int n = arr.length;

for(; getFibonachyNumber(k+1) < n+1;){ k +=1;

}

int m = getFibonachyNumber(k+1)-(n+1); i = getFibonachyNumber(k) - m;

p = getFibonachyNumber(k-1); q = getFibonachyNumber(k-2);

}

public int getFibonachyNumber(int k){ int firstNumber = 0;

int secondNumber = 1; for (int i = 0;i<k;i++){

int temp = secondNumber; secondNumber += firstNumber; firstNumber = temp;

}

return firstNumber;

}

private void upIndex(){ if (p==1)

stop = true; i = i + q;

p = p - q;

q = q - p;

}

private void downIndex(){ if (q==0)

stop = true; i = i - q;

int temp = q; q = p - q;

p = temp;

}

public int search(int[] arr,int element){ init(arr);

int n = arr.length; int resIn = -1;

for (; !stop;){ if (i < 0){

upIndex();

}

else if (i>=n){ downIndex();

}

else if (arr[i]==element){ resIn = i;

break;

}

else if (element <arr[i]){ downIndex();

}

else if (element > arr[i])

{

upIndex();

}

}

return resIn;

}

}

//Интерполяционный поиск

public static int interpolationSearch(int[] sortedArray, int toFind) {

// Возвращает индекс элемента со значением toFind или -1, если такого элемента не существует

int mid;

int low = 0;

int high = sortedArray.length - 1;

while (sortedArray[low] < toFind && sortedArray[high] > toFind) { if (sortedArray[high] == sortedArray[low]) // Защита от деления

на 0

break;

mid = low + ((toFind - sortedArray[low]) \* (high - low)) / (sortedArray[high] - sortedArray[low]);

if (sortedArray[mid] < toFind) low = mid + 1;

else if (sortedArray[mid] > toFind) high = mid - 1;

else

return mid;

}

if (sortedArray[low] == toFind) return low;

if (sortedArray[high] == toFind) return high;

return -1;

}

}

Результат выполнения кода представлен на рисунке 1.

![](data:image/png;base64,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)

Рисунок 1 – Первое задание

Задание №2:

|  |  |  |
| --- | --- | --- |
| **Простое рехэширование** | **Рехэширование с помощью**  **псевдослучайных чисел** | **Метод цепочек** |

Код для задания:

package com.company; public class HashTable {

//массив для хранения элементов private Item[] table;

//количество элементов в таблице private int count;

//размер таблицы private int size;

public HashTable(int size) { this.size = size;

table = new Item[size];

}

public int hash(String key)

{

int hash = 0;

for(int i = 0; i < key.length(); i++)

hash = (31 \* hash + key.charAt(i)) % size;

return hash;

}

public void insert(String key) { Item item = new Item(key); int hash = hash(key);

while (table[hash] != null) { hash++;

hash %= size;

}

table[hash] = item;

}

public void print()

{

for(int i = 0; i < size; i++) if(table[i] != null)

System.*out*.println(i + " " + table[i].getKey());

}

public Item find(String key)

{

int hash = hash(key); while(table[hash] != null)

{

if(table[hash].getKey().equals(key)) return table[hash];

hash++;

hash = hash % size;

}

return null;

}

}

package com.company;

import java.util.Scanner;

public class Rehashing {

public static void main(String[] args) { Scanner scanner = new Scanner(System.*in*); HashTable hashTable = new HashTable(128); hashTable.insert("rhino"); hashTable.insert("man"); hashTable.insert("computer"); hashTable.insert("home"); hashTable.insert("basket"); hashTable.print();

String word = scanner.nextLine(); Item item = hashTable.find(word); if (item != null)

System.*out*.println("Элемент найден, его хэш: " + hashTable.hash(word));

else

System.*out*.println("Элемент не найден!");

}

}

class Item{

private String key; public Item(String key)

{

this.key = key;

}

public String getKey() { return key;

}

public void setKey(String key) { this.key = key;

}

}

package com.company;

public class HashTable\_random {

//массив для хранения элементов private Item[] table;

//количество элементов в таблице private int count;

//размер таблицы private int size;

public HashTable\_random(int size) { this.size = size;

table = new Item[size];

}

public int hash\_random(String key)

{

double hash=0; double R = 1;

for(int i = 0; i < key.length(); i++) R=5\*R;

R=R%(4\*size); hash=Math.*floor*(R/4);

return (int)hash;

}

public void insert(String key) { Item item = new Item(key); int hash = hash\_random(key); while (table[hash] != null) {

hash++;

hash %= (4\*size);

}

table[hash] = item;

}

public void print()

{

for(int i = 0; i < size; i++) if(table[i] != null)

System.*out*.println(i + " " + table[i].getKey());

}

public Item find(String key)

{

int hash = hash\_random(key); while(table[hash] != null)

{

if(table[hash].getKey().equals(key)) return table[hash];

hash++;

hash = hash % (4\*size);

}

return null;

}

}

Результат выполнения кода представлен на рисунках 2,3 и 4.
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Рисунок 2 – Простое рехэширование
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Рисунок 3 – Рэхэширование псевдослучайными числами
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Рисунок 4 – Метод цепочек

Задание №3:

Расставить на стандартной 64-клеточной шахматной доске 8 ферзей так, чтобы ни один из них не находился под боем другого». Подразумевается, что ферзь бьёт все клетки, расположенные по вертикалям, горизонталям и обеим диагоналям

Написать программу, которая находит хотя бы один способ решения

задач.

Код для задания:

public class Queen {

*/\*\**

* *размерность доски*

*\*/*

*/\*\**

* *хранит растоновку ферзей. каждый ферзь находится на отдельной линии,*

*на*

* *одной линии находится не могут так как бъют друг друга.*

*\*/*

private int[] state;

*/\*\**

* *Порядковый номер комбинации*

*\*/*

private int index = 1;

/\*

\* n - размерность доски и количество ферзей

\*/

public Queen(int n) { state = new int[n];

for (int i = 0; i < state.length; i++) { state[i] = 0;

}

}

/\*

\* генерирует следующую комбинацию(расстоновку фигур)

\*/

public boolean next() { index++;

return move(8 - 1);

}

/\*

\* Двигает фигуру в указаной линии на одну клетку вправо и возвращает

true.

* Если фигура находится в крайнем положении, то фигура устанавливается в
* первое положение и двигается фигура находящаяся на линии выше и так

далее.

\* Если линий выше не осталось возвращает false.

\*/

private boolean move(int index) { if (state[index] < 8 - 1) {

state[index]++; return true;

}

state[index] = 0; if (index == 0) { return false;

} else {

return move(index - 1);

}

}

/\*

* Возврашает порядковый номер комбинации, которая в данный момент
* установлена.

\*/

public int getIndex() { return index;

}

//проверяем бьет ли наша королева другую фигуру если да то возвращаем фолс public boolean isPeace() {

for (int i = 0; i < state.length; i++) {

for (int j = i + 1; j < state.length; j++) {

// бъет ли по вертикали

if (state[i] == state[j]) { return false;

}

// бъет ли по диагонали

if (Math.*abs*(i - j) == Math.*abs*(state[i] - state[j])) { return false;

}

}

}

return true;

}

/\*

\* Выводит доску с фигурами.

\*/

public void printState() {

for (int i = 0; i < state.length; i++) { int position = state[i];

for (int j = 0; j < 8 ; j++) { System.*out*.print(j == position ? 'X' : '\_');

}

System.*out*.println();

}

}

public static void main(String[] args) { Queen c = new Queen(8);

int counter = 0; do {

if (c.isPeace()) { counter ++; c.printState();

System.*out*.println(" ");

}

} while (c.next());

System.*out*.println("Итого: " + counter);

}

}

Результат выполнения кода представлен на рисунке 5.
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Рисунок 5 – Способы решения